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Abstract: Block-based, graphical programming environments are increasingly becoming the way that novices 
are being introduced to the practice of programming and the field of computer science more broadly. An open 
question surrounding the use of such block-based tools is how well they prepare learners for using more 
conventional text-based programming tools. In an effort to address this transition, new programming 
environments are providing support for both block-based and text-based programming. In this paper, we 
present findings from a study investigating how learners use such an environment. Our analysis investigates 
what modality learners choose to work in, and why and when learners move from one representation to other. 
We conclude with a discussion of design implications and future directions for this work. 

Introduction 
In response to the growing interest in learning to program, many introductory 

programming tools are being designed to be ‘low-threshold’—meaning they are intuitive, 
welcoming, and appeal to diverse audiences. One such approach is block-based programming 
tools (Figure 1).  

Despite widespread adoption, open questions remain about the block-based modality 
within the larger realm of Computer Science (CS). More specifically, it is unclear whether such 
tools prepare students for future learning opportunities and how best to transition learners from 
block-based introductory tools to more conventional text-based languages (Powers et al., 2007). 
One proposed solution involves the creation of dual-modality tools that allow learners to 
seamlessly shift back-and-forth between block-based and textual representation (Bau et al., 2015; 
Dann et al., 2012; Homer & Noble, 2014; Matsuzawa et al., 2015). While recent work has 
offered insight into supports offered by block-based environments, and in how learners transition 
from blocks to text, less is known about the particular conceptual resources mobilized by each 
representation.  

In this paper, we use Pencil Code (Bau et al., 2015), a programming environment that 
allows learners to switch between block- and text-based representations of code, to investigate 
these questions. Specifically, we explore why and when learners move from one modality to the 
other. This paper contributes to our knowledge of how novices make use of block-based 
programming tools and advances our understanding of the design affordances of the modality. 

 

    
Figure 1. Four examples of block-based programming languages. 

 

Prior Work 
Block-based programming environments are designed to ensure novice programmers 

have early successes by providing visual cues as to how and where commands can be used. Lead 



by the popularity of tools like Scratch (Resnick et al., 2009), Alice (Cooper, Dann, & Pausch, 
2000), and Blockly (Fraser, 2013), block-based tools are becoming the standard approach for the 
design of introductory programming tools (Duncan, Bell, & Tanimoto, 2014).  

The popularity of block-based tools has led to their incorporation into formal CS 
education settings (Astrachan & Briggs, 2012; Goode, Chapman, & Margolis, 2012). However, 
their use has seen mixed results, with some studies reporting successes (Armoni et al., 2015; 
Dann et al., 2012), while others questioning the suitability of such environments in preparing 
learners for future CS studies (Meerbaum-Salant, Armoni, & Ben-Ari, 2011; Powers et al., 
2007). Further, studies exploring learning in each modality suggest differences with respect to 
programming comprehension (Lewis, 2010; Weintrop & Wilensky, 2015b), program generation 
(Price & Barnes, 2015) as well as with perceptions of the power and authenticity of each 
modality (Weintrop & Wilensky, 2015a).  

Methods 
In this paper we explore when and why learners of varying experience switch between 

block-based and text-based modalities in Pencil Code (Bau et al., 2015), an environment that 
allows users to switch freely between textual or block-based representations of their program 
(Figure 2). Participants were drawn from two populations of novice programmers who worked 
with Pencil Code in a formal learning context. One population, recruited from a highly diverse 
high school class designed to introduce students to computational thinking, consisted of 13 girls 
(8 freshmen, 2 8th grade, 2 sophomores, and 1 junior). The girls spent three 100-minute classes 
working through a series of activities designed to introduce them to the basics of computer 
programming (including concepts like loops and variables).  

 

     
Figure 2. The two interfaces of Pencil Code: text (right) and blocks (left). 

 
The second population that participated in this study includes four girls and six boys 

enrolled in a graduate level course on the design of educational learning environments (mean age 
of 29) taught by the first author. Students used Pencil Code as part of a “create a quilt” activity 
where each student wrote a program to visually represent some characteristic of themselves that, 
in the end, were “stitched” together with other programs into a larger “quilt.” Students began the 
assignment on the second class of the semester and completed the entire assignment outside of 
class sessions over one week. 

To answer our research questions about why and when students switch between 
modalities, all actions performed in the Pencil Code environment were logged. These logs 
provide a unique identifier for the user, a timestamp, the modality being used, the action 
performed, and the complete program. Using these logs, we can identify when and where the 
user switched modalities during the course of construction. 

Motivations for Shifting Modality 
Dual-modality environments provide an opportunity to investigate and understand the 

affordances provided by block-based interfaces relative to isomorphic text-based tools by 



looking at both when shifts occur, as well as what happens immediately after the shift. Two 
different groups of programmers were evaluated using the Pencil Code environment to complete 
a basic programming assignment. Despite one group being composed of high school students and 
the other graduate students, both groups overwhelmingly used the block representation when 
coding (92% and 91% respectively). 

To determine ways block-based representation might help learners overcome 
programming challenges, we focused on log events that were captured when students toggle the 
interface from text to blocks. The logs contained 217 instances of this transition, each containing 
a snapshot of the program from each modality. By comparing the two events, we were able to 
determine the specific programmatic changes made after switching from text to the blocks 
modality. We then coded the changes made using a scheme that identified the type of change and 
blocks involved.  

After transitioning from text-to-blocks, there are a number of next steps learners could 
take, including adding a new command, deleting some portion of the program, moving blocks 
within the program, or simply returning to the text modality. While learners shifted to the block 
representation for a variety of reasons, our analysis indicates that 65.4% of these events were to 
add commands to their program. Two-thirds (67.1%) of these code block additions involved 
adding a block-type that had not been previously used in that program. The high frequency of the 
addition of previously unused block after a text-to-blocks transition indicates the block 
representation supported learners in adding new, never-before-used commands to their programs. 
On the one hand, this suggest learners may be using “drawer” afforded by the block-based 
modality to browse the available set of commands. Alternatively, users may be relying on the 
block representation to avoid accidental syntax errors (Maloney et al., 2010). Finally, it is 
possible that some students may simply prefer dragging-and-dropping commands into their 
programs over the act of typing, which suggests that ease-of-composition motivated the 
transition.  

Given that students frequently transition from text to blocks in order to add a new type of 
block to their program, we can gain insight into what commands are challenging or have difficult 
syntax by analyzing the types of new blocks that were added. Looking at the block type added 
after a text-to-blocks transition, the most frequently added blocks were from the movement 
(30.5%), art (21.6%), and control (18.0%) categories. As the assignments asked students to write 
code to move a turtle to create visually interesting patterns, it’s perhaps not surprising that 
movement and art blocks were frequently used. While control blocks were used slightly less 
frequently, we found that 86.7% of the time one was added; it was added for the first time. First-
add move blocks and art blocks were 62.8% and 63.9% respectively. The reliance on the block 
representation to add control blocks, which include commands like repeat, if/else, and while, 
further indicates the value of blocks in overcoming syntax challenges. However, as these 
commands also involve complex non-linear processes, the block representation may also be 
providing a conceptual support as learners attempt to incorporate these complex ideas into their 
programs. 

Along with adding new blocks, other actions students took after toggling include deleting 
existing blocks (15.6%), moving existing blocks to new locations in the program (13.3%), or 
other events like toggling back to text or temporarily removing commands from the program (a 
combined 5.7% of post-toggle actions). While these actions were less frequent, and potentially 
less revealing than the patterns we found for adding new blocks, patterns within these actions do 
point to further affordances of the block representation. For example, when students transitioned 



from text-to-blocks and then proceeded to move code in their program, 60.7% of the time the 
move included shifting the scope of the moved code. In the blocks interface, shifting scope 
means moving the block into, or out of a block that has a nesting shape, such as a conditional or 
iterative block. Here the visual depiction of scope afforded by the blocks may provide a 
conceptual resource for learners as they attempt to leverage the non-linearity of code. 

Discussion 
To understand how the block-based modality supported novice programmers as they 

authored their programs, we analyzed the contents and changes of program snapshots that 
occurred when users shifted from the text modality to blocks. This analysis revealed that when 
students that coded in the text modality returned to the block representation, they did so mostly 
to add new code. When student made this move, they were usually adding commands that they 
had not yet used—commands they were unfamiliar with—in their program. The fact that 65.4% 
of the blocks added were being added for the first time suggests that the block modality 
supported users in finding new commands for use in their program. Furthermore, of the 
command types added, complex control blocks (such as for loops and if statements) were often 
added (86.7%) for the first time during this text to blocks shift. This reliance upon the block-
based modality may indicate that users were either unable to or hesitant to add commands that 
may introduce syntax errors in their programs, which can be particularly tricky for control 
commands, or that the blocks may serve a conceptual function as learners attempt to incorporate 
non-linear commands into their programs. 

Along with illuminating patterns in how novices learn to program in dual-modality 
programming environments, this work also has potential design implications for the creation of 
low-threshold/high-ceiling programming environments. On the low-threshold end of the 
spectrum, the finding that students transition to the block-based modality to add a new command 
or to change the scope for existing commands, suggests that including similar features into text-
environments, such as a “drawer” of possible/useful code that can easily be added to in-process 
programs, could be useful for novices just becoming comfortable with text-based programming 
(Kölling, Brown, & Altadmri, 2015). As for ensuring a high-threshold, our findings suggest a 
dual-modality design means at the least, blocks don’t restrict the text-based programmer, and at 
the best, blocks provide new opportunities for exploration and experimentation to enhance or 
extend text-based programs. By allowing learners to choose which modality they want to work 
in, novices who need additional support can leverage the various scaffolds designed into block-
based tools, while students with more experience or who are particularly eager to learn text-
based coding can do so. Further, the dual modality approach gives learners control of their own 
learning experience, deciding for themselves about what scaffolds they want or when they might 
need more support. 

Conclusion 
As interest in learning to program continues to grow, new interfaces and tools are being 

designed to make the practice engaging and accessible. In this paper, we explore how novice 
programmers use Pencil Code, a tool that provides text and block-based representations of code, 
to understand how access to both modalities impacts programming practices. By studying how 
and when student move back and forth between block-based and text-based interfaces, we 
advance our understanding of the affordances of the tools for helping novices. Our findings 
indicate novice programmers leveraged the opportunity to switch between modalities to 
overcome challenges throughout their programming experience. Regardless of the modality 
chosen, all students were able to fully participate in the course and complete the programming 



activities, showing the effectiveness of the dual modality approach for welcoming and 
supporting novices, while also keeping more experienced programmers engaged. By looking at 
how and when students chose to shift modalities, we can gain insight into the types of supports 
each modality offers. While much of the discussion in introductory programming as been in 
trying to understand which is better for learners – blocks or text, this paper shows the answer 
may be: why not both? 
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