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Abstract  
RoboBuilder is a blocks-based, program-to-play game designed to introduce 

students to core aspects of computational thinking in a fun and engaging environment. 
RoboBuilder challenges players to design and implement strategies to make their on-
screen robot defeat a series of progressively more challenging opponents. Users play 
RoboBuilder by inventing and implementing strategies for their robot. The robots then 
carry out their instructions in an animated battleground. This poster presents the design 
rationale for RoboBuilder and discusses key aspects of the game that contribute to giving 
learners a positive, hands-on introduction to core computational thinking skills including 
computationally expressing ideas, algorithmic thinking, and debugging. 
 

Significance and Relevance of the Topic 
Papert introduced the term computational thinking (CT) in his 1996 paper, 

arguing that fluency with computation will be necessary and powerful infrastructure for 
learning [Papert 1996]. In her 2006 article, Jeanette Wing reintroduced the notion of CT 
and argued that it was a fundamental skill deserving a position alongside reading, writing, 
and arithmetic as part of the core knowledge one needs to be successful in the 21st 
century [Wing 2006]. We believe that central to this skill is the ability to translate or 
encode ideas into representations that leverage computational power. We align the goals 
for teaching CT with diSessa’s notion of computational literacy, where people are not just 
consumers of computational artifacts, but producers as well, creating what he calls a 
“two-way literacy” [diSessa 2000]. Accompanying this expressive computational skill, 
we include abstraction, algorithmic thinking, and debugging as core CT skills. 

To accomplish our goal of teaching these skills, we developed RoboBuilder, a 
program-to-play computational thinking game. RoboBuilder employs a constructionist 
design [Papert and Harel 1991], challenging players to implement their in-game strategies 
using a specially designed visual programming language. Thus players must construct 
working programs to play the game, providing the experience of reifying ideas using a 
computational medium, a practice central to our notion of CT.  

A great deal of research has been done on designing introductory programming 
environments that make the task of programming more accessible to younger learners as 
well as more fun and engaging [Kelleher and Pausch 2005; Papert 1980; Wilensky 2001; 
Repenning et al. 2000]. One approach that has gained popularity in recent years is visual 
programming environments that utilize a language-primitives-as-puzzle-pieces metaphor, 
providing visual cues of how commands can be assembled. This approach has been found 
to be an effective way of allowing novice learners to have early programming successes 
[Maloney et al. 2008]. To achieve this functionality, we extended the OpenBlocks library 
[Roque 2007], creating a domain specific set of blocks for the players to use in the game. 

RoboBuilder is designed as a game that players must program in order to play. 
This approach stems from work identifying games as constructive context for learning 
[Gee 2003]. RoboBuilder adds to the growing list of games-based learning environments 



that have been designed to teach core computer science, programming and computational 
thinking concepts [Leutenegger and Edgington 2007; Lee et al. 2012]. RoboBuilder is an 
extension of Robocode [Nelson 2001], a problem-based learning environment deigned to 
teach students how to program Java and has been found effective and motivating for 
students [O’Kelly and Gibson 2006].  
 

Poster Content 
 This poster will present RoboBuilder and highlight design features of the game 
and show how they support computational thinking. A portion of the poster will be 
dedicated to presenting the game’s interface, objective, and programming environment. 
The majority of the poster will show how different computational thinking skills are 
enacted during gameplay. For example, we include algorithmic thinking as an important 
computation thinking skill, so the poster will include a brief description of algorithmic 
thinking, then include images of programs written by students playing RoboBuilder, as 
well as quotes from students, showing how the game supported the use algorithmic 
thinking to accomplish the in-game challenge. Similarly, there will be a section of the 
poster about debugging, where we will show how the design of the game and its interface 
facilitate players debugging the strategies they develop. Additionally, at the poster 
session, the presenter will have a laptop that will allow conference attendees to play 
RoboBuilder. Finally, the poster will include the URL and a QR code to the website 
where RoboBuilder is available for free download. 
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